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1.功能扩展 vs 性能扩展

1.1.      人无远虑，必有近忧。       系统也一样。

2）可扩展性不是一蹴而就的，是需要随着你对业务领域理解的深入而不断重构获得。一般三次可以达到比较理想的程度。

     3）在系统演化过程中，时刻准备着，保持对复杂性的关注。确保这些复杂性得到消化。

     4）要想获得可扩展性，你需要看得远一点，对上下文做充分的了解。

      人无远虑，必有近忧。       系统也一样。

1.2.预留接口 插件机制

1.3.通用语言解析接口 多功能接口 就类似usb接口那样通用

1.4.Dsl接口和ast接口

使用ast接口预先分词会更加方便。减少工作量。。

当然dsl接口也是急需要的额。。可以在ui层实现。。。

1.5.脚本。脚本是扩展复杂功能的利器

1.6.自定义语言 工作流 规则引擎

1.7.api类库扩展

比如php可以使用另外语言写lib

1.8.Cli扩展 udf机制

1.9.

2.Other

2.1.原件最小封装

2.2.接口的层次化 功能 模块 子系统

分别在不同的层次上面的接口

2.3.接口转换器 adapter模式

2.4.无中心节点组件设计 避免庞大组件出现，

类似于主板一样，接口众多，难依然难以升级

因为一旦升级，就要牵扯到众多接口同时升级。。

2.5.使用配置化 ioc提升扩展性，配置lazy化

2.6.插件系统或者模块化平台。插件系统平台从理论上提供了无数的可扩展性。比如Eclipse和NetBeans平台。这儿是抽象的最高点，

2.7.灵活性和可扩展性 其易用性差的三角关系

灵活性和可扩展性也是其易用性差

.易用性。越是灵活，用户的使用难度就越大，如果没有产品的现场实施人员的服务，对于非计算机人专业用户来说，这实际增加了他们使用的难度。Eclipse的平台正在展现这种问题，虽然它的用户主要是开发者，即时插件文档做得很好，但是很多人不得不抱怨Eclipse需要太多得配置和技巧。另外典型的例子是Windows和Linux要求有不同能力的人来使用，原因在于，Linux的灵活性和可扩展性也是其易用性差的原因之一

可以通过分装一层易用性layer来解决

2.8.稳定性。越是灵活和可扩展

， 。这主要是灵活性带来的现实世界的排列组合太多了，版本之间的兼容性

这个可以通过版本管理来实现，不会

2.9.扩展性与性能的关系

性能。微内核/插件模式设计的缺点表现在不同插件之间的交互性能损失上。Unix系统之所以没有采取现代操作系统所提倡的微内核模式，恐怕原因也在于此。

2.10.Vm+dsl vm 其实就是添加了一个layer，无所不能

基于中间语言。 框架通常定义了一些Hotspot（热点），在这些点上，可以进行扩展。平台，可扩展性是最强的，比如window 平台，你可以开发应用程序运行在上面。windows提供了几千个API，你可以使用他们来开发应用程序

。由此推断，从技术上来说，要获得最大的可扩展性，就要通过一种或多种中间语言来进行扩展。比如现在流行的OpenSocial API和Facebook都是这个思路。这样说来，DSL的出现就是顺理成章的了，它是为了满足在某个业务领域的扩展而设计的。思路还是和前面说的一样。 说白了，就是顺序，选择和循环可以表达所有逻辑，这是证明过的，这是语言能够带来灵活性的本质。

2.11.功能使用和功能定义的关注点分离

自行开发两个扩展，并注册到扩展点上。张三在运行时收集扩展，进行处理。实现了功能使用和功能定义的关注点分离。大家只要遵守扩展的契约就行了。
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